{

"nbformat": 4,

"nbformat\_minor": 0,

"metadata": {

"colab": {

"provenance": []

},

"kernelspec": {

"name": "python3",

"display\_name": "Python 3"

},

"language\_info": {

"name": "python"

}

},

"cells": [

{

"cell\_type": "markdown",

"source": [

"Importing Libraries"

],

"metadata": {

"id": "Y0XclbRGmSjK"

}

},

{

"cell\_type": "code",

"execution\_count": 85,

"metadata": {

"id": "cmD\_AhEoD8MD"

},

"outputs": [],

"source": [

"import pandas as pd\n",

"import numpy as np\n",

"import matplotlib.pyplot as plt\n",

"import seaborn as sns"

]

},

{

"cell\_type": "markdown",

"source": [

"Uploading Dataset"

],

"metadata": {

"id": "rmveiFtZmX6v"

}

},

{

"cell\_type": "code",

"source": [

"from google.colab import files\n",

"file = files.upload()"

],

"metadata": {

"colab": {

"base\_uri": "https://localhost:8080/",

"height": 74

},

"id": "CZqQq-M-D8zR",

"outputId": "6175a72d-2e75-4c4f-e5f1-2cd75fa72462"

},

"execution\_count": 86,

"outputs": [

{

"output\_type": "display\_data",

"data": {

"text/plain": [

"<IPython.core.display.HTML object>"

],

"text/html": [

"\n",

" <input type=\"file\" id=\"files-a38f6225-2572-438d-b371-68ebf9a78ad4\" name=\"files[]\" multiple disabled\n",

" style=\"border:none\" />\n",

" <output id=\"result-a38f6225-2572-438d-b371-68ebf9a78ad4\">\n",

" Upload widget is only available when the cell has been executed in the\n",

" current browser session. Please rerun this cell to enable.\n",

" </output>\n",

" <script>// Copyright 2017 Google LLC\n",

"//\n",

"// Licensed under the Apache License, Version 2.0 (the \"License\");\n",

"// you may not use this file except in compliance with the License.\n",

"// You may obtain a copy of the License at\n",

"//\n",

"// http://www.apache.org/licenses/LICENSE-2.0\n",

"//\n",

"// Unless required by applicable law or agreed to in writing, software\n",

"// distributed under the License is distributed on an \"AS IS\" BASIS,\n",

"// WITHOUT WARRANTIES OR CONDITIONS OF ANY KIND, either express or implied.\n",

"// See the License for the specific language governing permissions and\n",

"// limitations under the License.\n",

"\n",

"/\*\*\n",

" \* @fileoverview Helpers for google.colab Python module.\n",

" \*/\n",

"(function(scope) {\n",

"function span(text, styleAttributes = {}) {\n",

" const element = document.createElement('span');\n",

" element.textContent = text;\n",

" for (const key of Object.keys(styleAttributes)) {\n",

" element.style[key] = styleAttributes[key];\n",

" }\n",

" return element;\n",

"}\n",

"\n",

"// Max number of bytes which will be uploaded at a time.\n",

"const MAX\_PAYLOAD\_SIZE = 100 \* 1024;\n",

"\n",

"function \_uploadFiles(inputId, outputId) {\n",

" const steps = uploadFilesStep(inputId, outputId);\n",

" const outputElement = document.getElementById(outputId);\n",

" // Cache steps on the outputElement to make it available for the next call\n",

" // to uploadFilesContinue from Python.\n",

" outputElement.steps = steps;\n",

"\n",

" return \_uploadFilesContinue(outputId);\n",

"}\n",

"\n",

"// This is roughly an async generator (not supported in the browser yet),\n",

"// where there are multiple asynchronous steps and the Python side is going\n",

"// to poll for completion of each step.\n",

"// This uses a Promise to block the python side on completion of each step,\n",

"// then passes the result of the previous step as the input to the next step.\n",

"function \_uploadFilesContinue(outputId) {\n",

" const outputElement = document.getElementById(outputId);\n",

" const steps = outputElement.steps;\n",

"\n",

" const next = steps.next(outputElement.lastPromiseValue);\n",

" return Promise.resolve(next.value.promise).then((value) => {\n",

" // Cache the last promise value to make it available to the next\n",

" // step of the generator.\n",

" outputElement.lastPromiseValue = value;\n",

" return next.value.response;\n",

" });\n",

"}\n",

"\n",

"/\*\*\n",

" \* Generator function which is called between each async step of the upload\n",

" \* process.\n",

" \* @param {string} inputId Element ID of the input file picker element.\n",

" \* @param {string} outputId Element ID of the output display.\n",

" \* @return {!Iterable<!Object>} Iterable of next steps.\n",

" \*/\n",

"function\* uploadFilesStep(inputId, outputId) {\n",

" const inputElement = document.getElementById(inputId);\n",

" inputElement.disabled = false;\n",

"\n",

" const outputElement = document.getElementById(outputId);\n",

" outputElement.innerHTML = '';\n",

"\n",

" const pickedPromise = new Promise((resolve) => {\n",

" inputElement.addEventListener('change', (e) => {\n",

" resolve(e.target.files);\n",

" });\n",

" });\n",

"\n",

" const cancel = document.createElement('button');\n",

" inputElement.parentElement.appendChild(cancel);\n",

" cancel.textContent = 'Cancel upload';\n",

" const cancelPromise = new Promise((resolve) => {\n",

" cancel.onclick = () => {\n",

" resolve(null);\n",

" };\n",

" });\n",

"\n",

" // Wait for the user to pick the files.\n",

" const files = yield {\n",

" promise: Promise.race([pickedPromise, cancelPromise]),\n",

" response: {\n",

" action: 'starting',\n",

" }\n",

" };\n",

"\n",

" cancel.remove();\n",

"\n",

" // Disable the input element since further picks are not allowed.\n",

" inputElement.disabled = true;\n",

"\n",

" if (!files) {\n",

" return {\n",

" response: {\n",

" action: 'complete',\n",

" }\n",

" };\n",

" }\n",

"\n",

" for (const file of files) {\n",

" const li = document.createElement('li');\n",

" li.append(span(file.name, {fontWeight: 'bold'}));\n",

" li.append(span(\n",

" `(${file.type || 'n/a'}) - ${file.size} bytes, ` +\n",

" `last modified: ${\n",

" file.lastModifiedDate ? file.lastModifiedDate.toLocaleDateString() :\n",

" 'n/a'} - `));\n",

" const percent = span('0% done');\n",

" li.appendChild(percent);\n",

"\n",

" outputElement.appendChild(li);\n",

"\n",

" const fileDataPromise = new Promise((resolve) => {\n",

" const reader = new FileReader();\n",

" reader.onload = (e) => {\n",

" resolve(e.target.result);\n",

" };\n",

" reader.readAsArrayBuffer(file);\n",

" });\n",

" // Wait for the data to be ready.\n",

" let fileData = yield {\n",

" promise: fileDataPromise,\n",

" response: {\n",

" action: 'continue',\n",

" }\n",

" };\n",

"\n",

" // Use a chunked sending to avoid message size limits. See b/62115660.\n",

" let position = 0;\n",

" do {\n",

" const length = Math.min(fileData.byteLength - position, MAX\_PAYLOAD\_SIZE);\n",

" const chunk = new Uint8Array(fileData, position, length);\n",

" position += length;\n",

"\n",

" const base64 = btoa(String.fromCharCode.apply(null, chunk));\n",

" yield {\n",

" response: {\n",

" action: 'append',\n",

" file: file.name,\n",

" data: base64,\n",

" },\n",

" };\n",

"\n",

" let percentDone = fileData.byteLength === 0 ?\n",

" 100 :\n",

" Math.round((position / fileData.byteLength) \* 100);\n",

" percent.textContent = `${percentDone}% done`;\n",

"\n",

" } while (position < fileData.byteLength);\n",

" }\n",

"\n",

" // All done.\n",

" yield {\n",

" response: {\n",

" action: 'complete',\n",

" }\n",

" };\n",

"}\n",

"\n",

"scope.google = scope.google || {};\n",

"scope.google.colab = scope.google.colab || {};\n",

"scope.google.colab.\_files = {\n",

" \_uploadFiles,\n",

" \_uploadFilesContinue,\n",

"};\n",

"})(self);\n",

"</script> "

]

},

"metadata": {}

},

{

"output\_type": "stream",

"name": "stdout",

"text": [

"Saving Churn\_Modelling.csv to Churn\_Modelling (1).csv\n"

]

}

]

},

{

"cell\_type": "markdown",

"source": [

"Reading Dataset"

],

"metadata": {

"id": "jzecWHkumapk"

}

},

{

"cell\_type": "code",

"source": [

"df = pd.read\_csv('Churn\_Modelling.csv')\n",

"df.shape"

],

"metadata": {

"colab": {

"base\_uri": "https://localhost:8080/"

},

"id": "S9WnPY6ND82G",

"outputId": "d61c0cbb-1790-4033-d3ea-bed1896cbb9d"

},

"execution\_count": 87,

"outputs": [

{

"output\_type": "execute\_result",

"data": {

"text/plain": [

"(10000, 14)"

]

},

"metadata": {},

"execution\_count": 87

}

]

},

{

"cell\_type": "code",

"source": [

"df.head()"

],

"metadata": {

"colab": {

"base\_uri": "https://localhost:8080/",

"height": 206

},

"id": "eGsa6rmoD84w",

"outputId": "cbb4fca3-6257-4139-9be4-1106eb8d6f29"

},

"execution\_count": 88,

"outputs": [

{

"output\_type": "execute\_result",

"data": {

"text/plain": [

" RowNumber CustomerId Surname CreditScore Geography Gender Age \\\n",

"0 1 15634602 Hargrave 619 France Female 42 \n",

"1 2 15647311 Hill 608 Spain Female 41 \n",

"2 3 15619304 Onio 502 France Female 42 \n",

"3 4 15701354 Boni 699 France Female 39 \n",

"4 5 15737888 Mitchell 850 Spain Female 43 \n",

"\n",

" Tenure Balance NumOfProducts HasCrCard IsActiveMember \\\n",

"0 2 0.00 1 1 1 \n",

"1 1 83807.86 1 0 1 \n",

"2 8 159660.80 3 1 0 \n",

"3 1 0.00 2 0 0 \n",

"4 2 125510.82 1 1 1 \n",

"\n",

" EstimatedSalary Exited \n",

"0 101348.88 1 \n",

"1 112542.58 0 \n",

"2 113931.57 1 \n",

"3 93826.63 0 \n",

"4 79084.10 0 "

],

"text/html": [

"\n",

" <div id=\"df-ca961a2d-330b-4138-9ff3-7415bcf6c3db\">\n",

" <div class=\"colab-df-container\">\n",

" <div>\n",

"<style scoped>\n",

" .dataframe tbody tr th:only-of-type {\n",

" vertical-align: middle;\n",

" }\n",

"\n",

" .dataframe tbody tr th {\n",

" vertical-align: top;\n",

" }\n",

"\n",

" .dataframe thead th {\n",

" text-align: right;\n",

" }\n",

"</style>\n",

"<table border=\"1\" class=\"dataframe\">\n",

" <thead>\n",

" <tr style=\"text-align: right;\">\n",

" <th></th>\n",

" <th>RowNumber</th>\n",

" <th>CustomerId</th>\n",

" <th>Surname</th>\n",

" <th>CreditScore</th>\n",

" <th>Geography</th>\n",

" <th>Gender</th>\n",

" <th>Age</th>\n",

" <th>Tenure</th>\n",

" <th>Balance</th>\n",

" <th>NumOfProducts</th>\n",

" <th>HasCrCard</th>\n",

" <th>IsActiveMember</th>\n",

" <th>EstimatedSalary</th>\n",

" <th>Exited</th>\n",

" </tr>\n",

" </thead>\n",

" <tbody>\n",

" <tr>\n",

" <th>0</th>\n",

" <td>1</td>\n",

" <td>15634602</td>\n",

" <td>Hargrave</td>\n",

" <td>619</td>\n",

" <td>France</td>\n",

" <td>Female</td>\n",

" <td>42</td>\n",

" <td>2</td>\n",

" <td>0.00</td>\n",

" <td>1</td>\n",

" <td>1</td>\n",

" <td>1</td>\n",

" <td>101348.88</td>\n",

" <td>1</td>\n",

" </tr>\n",

" <tr>\n",

" <th>1</th>\n",

" <td>2</td>\n",

" <td>15647311</td>\n",

" <td>Hill</td>\n",

" <td>608</td>\n",

" <td>Spain</td>\n",

" <td>Female</td>\n",

" <td>41</td>\n",

" <td>1</td>\n",

" <td>83807.86</td>\n",

" <td>1</td>\n",

" <td>0</td>\n",

" <td>1</td>\n",

" <td>112542.58</td>\n",

" <td>0</td>\n",

" </tr>\n",

" <tr>\n",

" <th>2</th>\n",

" <td>3</td>\n",

" <td>15619304</td>\n",

" <td>Onio</td>\n",

" <td>502</td>\n",

" <td>France</td>\n",

" <td>Female</td>\n",

" <td>42</td>\n",

" <td>8</td>\n",

" <td>159660.80</td>\n",

" <td>3</td>\n",

" <td>1</td>\n",

" <td>0</td>\n",

" <td>113931.57</td>\n",

" <td>1</td>\n",

" </tr>\n",

" <tr>\n",

" <th>3</th>\n",

" <td>4</td>\n",

" <td>15701354</td>\n",

" <td>Boni</td>\n",

" <td>699</td>\n",

" <td>France</td>\n",

" <td>Female</td>\n",

" <td>39</td>\n",

" <td>1</td>\n",

" <td>0.00</td>\n",

" <td>2</td>\n",

" <td>0</td>\n",

" <td>0</td>\n",

" <td>93826.63</td>\n",

" <td>0</td>\n",

" </tr>\n",

" <tr>\n",

" <th>4</th>\n",

" <td>5</td>\n",

" <td>15737888</td>\n",

" <td>Mitchell</td>\n",

" <td>850</td>\n",

" <td>Spain</td>\n",

" <td>Female</td>\n",

" <td>43</td>\n",

" <td>2</td>\n",

" <td>125510.82</td>\n",

" <td>1</td>\n",

" <td>1</td>\n",

" <td>1</td>\n",

" <td>79084.10</td>\n",

" <td>0</td>\n",

" </tr>\n",

" </tbody>\n",

"</table>\n",

"</div>\n",

" <button class=\"colab-df-convert\" onclick=\"convertToInteractive('df-ca961a2d-330b-4138-9ff3-7415bcf6c3db')\"\n",

" title=\"Convert this dataframe to an interactive table.\"\n",

" style=\"display:none;\">\n",

" \n",

" <svg xmlns=\"http://www.w3.org/2000/svg\" height=\"24px\"viewBox=\"0 0 24 24\"\n",

" width=\"24px\">\n",

" <path d=\"M0 0h24v24H0V0z\" fill=\"none\"/>\n",

" <path d=\"M18.56 5.44l.94 2.06.94-2.06 2.06-.94-2.06-.94-.94-2.06-.94 2.06-2.06.94zm-11 1L8.5 8.5l.94-2.06 2.06-.94-2.06-.94L8.5 2.5l-.94 2.06-2.06.94zm10 10l.94 2.06.94-2.06 2.06-.94-2.06-.94-.94-2.06-.94 2.06-2.06.94z\"/><path d=\"M17.41 7.96l-1.37-1.37c-.4-.4-.92-.59-1.43-.59-.52 0-1.04.2-1.43.59L10.3 9.45l-7.72 7.72c-.78.78-.78 2.05 0 2.83L4 21.41c.39.39.9.59 1.41.59.51 0 1.02-.2 1.41-.59l7.78-7.78 2.81-2.81c.8-.78.8-2.07 0-2.86zM5.41 20L4 18.59l7.72-7.72 1.47 1.35L5.41 20z\"/>\n",

" </svg>\n",

" </button>\n",

" \n",

" <style>\n",

" .colab-df-container {\n",

" display:flex;\n",

" flex-wrap:wrap;\n",

" gap: 12px;\n",

" }\n",

"\n",

" .colab-df-convert {\n",

" background-color: #E8F0FE;\n",

" border: none;\n",

" border-radius: 50%;\n",

" cursor: pointer;\n",

" display: none;\n",

" fill: #1967D2;\n",

" height: 32px;\n",

" padding: 0 0 0 0;\n",

" width: 32px;\n",

" }\n",

"\n",

" .colab-df-convert:hover {\n",

" background-color: #E2EBFA;\n",

" box-shadow: 0px 1px 2px rgba(60, 64, 67, 0.3), 0px 1px 3px 1px rgba(60, 64, 67, 0.15);\n",

" fill: #174EA6;\n",

" }\n",

"\n",

" [theme=dark] .colab-df-convert {\n",

" background-color: #3B4455;\n",

" fill: #D2E3FC;\n",

" }\n",

"\n",

" [theme=dark] .colab-df-convert:hover {\n",

" background-color: #434B5C;\n",

" box-shadow: 0px 1px 3px 1px rgba(0, 0, 0, 0.15);\n",

" filter: drop-shadow(0px 1px 2px rgba(0, 0, 0, 0.3));\n",

" fill: #FFFFFF;\n",

" }\n",

" </style>\n",

"\n",

" <script>\n",

" const buttonEl =\n",

" document.querySelector('#df-ca961a2d-330b-4138-9ff3-7415bcf6c3db button.colab-df-convert');\n",

" buttonEl.style.display =\n",

" google.colab.kernel.accessAllowed ? 'block' : 'none';\n",

"\n",

" async function convertToInteractive(key) {\n",

" const element = document.querySelector('#df-ca961a2d-330b-4138-9ff3-7415bcf6c3db');\n",

" const dataTable =\n",

" await google.colab.kernel.invokeFunction('convertToInteractive',\n",

" [key], {});\n",

" if (!dataTable) return;\n",

"\n",

" const docLinkHtml = 'Like what you see? Visit the ' +\n",

" '<a target=\"\_blank\" href=https://colab.research.google.com/notebooks/data\_table.ipynb>data table notebook</a>'\n",

" + ' to learn more about interactive tables.';\n",

" element.innerHTML = '';\n",

" dataTable['output\_type'] = 'display\_data';\n",

" await google.colab.output.renderOutput(dataTable, element);\n",

" const docLink = document.createElement('div');\n",

" docLink.innerHTML = docLinkHtml;\n",

" element.appendChild(docLink);\n",

" }\n",

" </script>\n",

" </div>\n",

" </div>\n",

" "

]

},

"metadata": {},

"execution\_count": 88

}

]

},

{

"cell\_type": "code",

"source": [

"df.tail()"

],

"metadata": {

"id": "qf394XrED871",

"colab": {

"base\_uri": "https://localhost:8080/",

"height": 206

},

"outputId": "e335e2a8-e8ed-4591-ddcd-b6ca18d056d2"

},

"execution\_count": 89,

"outputs": [

{

"output\_type": "execute\_result",

"data": {

"text/plain": [

" RowNumber CustomerId Surname CreditScore Geography Gender Age \\\n",

"9995 9996 15606229 Obijiaku 771 France Male 39 \n",

"9996 9997 15569892 Johnstone 516 France Male 35 \n",

"9997 9998 15584532 Liu 709 France Female 36 \n",

"9998 9999 15682355 Sabbatini 772 Germany Male 42 \n",

"9999 10000 15628319 Walker 792 France Female 28 \n",

"\n",

" Tenure Balance NumOfProducts HasCrCard IsActiveMember \\\n",

"9995 5 0.00 2 1 0 \n",

"9996 10 57369.61 1 1 1 \n",

"9997 7 0.00 1 0 1 \n",

"9998 3 75075.31 2 1 0 \n",

"9999 4 130142.79 1 1 0 \n",

"\n",

" EstimatedSalary Exited \n",

"9995 96270.64 0 \n",

"9996 101699.77 0 \n",

"9997 42085.58 1 \n",

"9998 92888.52 1 \n",

"9999 38190.78 0 "

],

"text/html": [

"\n",

" <div id=\"df-8b674cfa-75fb-496a-a728-af00cde26447\">\n",

" <div class=\"colab-df-container\">\n",

" <div>\n",

"<style scoped>\n",

" .dataframe tbody tr th:only-of-type {\n",

" vertical-align: middle;\n",

" }\n",

"\n",

" .dataframe tbody tr th {\n",

" vertical-align: top;\n",

" }\n",

"\n",

" .dataframe thead th {\n",

" text-align: right;\n",

" }\n",

"</style>\n",

"<table border=\"1\" class=\"dataframe\">\n",

" <thead>\n",

" <tr style=\"text-align: right;\">\n",

" <th></th>\n",

" <th>RowNumber</th>\n",

" <th>CustomerId</th>\n",

" <th>Surname</th>\n",

" <th>CreditScore</th>\n",

" <th>Geography</th>\n",

" <th>Gender</th>\n",

" <th>Age</th>\n",

" <th>Tenure</th>\n",

" <th>Balance</th>\n",

" <th>NumOfProducts</th>\n",

" <th>HasCrCard</th>\n",

" <th>IsActiveMember</th>\n",

" <th>EstimatedSalary</th>\n",

" <th>Exited</th>\n",

" </tr>\n",

" </thead>\n",

" <tbody>\n",

" <tr>\n",

" <th>9995</th>\n",

" <td>9996</td>\n",

" <td>15606229</td>\n",

" <td>Obijiaku</td>\n",

" <td>771</td>\n",

" <td>France</td>\n",

" <td>Male</td>\n",

" <td>39</td>\n",

" <td>5</td>\n",

" <td>0.00</td>\n",

" <td>2</td>\n",

" <td>1</td>\n",

" <td>0</td>\n",

" <td>96270.64</td>\n",

" <td>0</td>\n",

" </tr>\n",

" <tr>\n",

" <th>9996</th>\n",

" <td>9997</td>\n",

" <td>15569892</td>\n",

" <td>Johnstone</td>\n",

" <td>516</td>\n",

" <td>France</td>\n",

" <td>Male</td>\n",

" <td>35</td>\n",

" <td>10</td>\n",

" <td>57369.61</td>\n",

" <td>1</td>\n",

" <td>1</td>\n",

" <td>1</td>\n",

" <td>101699.77</td>\n",

" <td>0</td>\n",

" </tr>\n",

" <tr>\n",

" <th>9997</th>\n",

" <td>9998</td>\n",

" <td>15584532</td>\n",

" <td>Liu</td>\n",

" <td>709</td>\n",

" <td>France</td>\n",

" <td>Female</td>\n",

" <td>36</td>\n",

" <td>7</td>\n",

" <td>0.00</td>\n",

" <td>1</td>\n",

" <td>0</td>\n",

" <td>1</td>\n",

" <td>42085.58</td>\n",

" <td>1</td>\n",

" </tr>\n",

" <tr>\n",

" <th>9998</th>\n",

" <td>9999</td>\n",

" <td>15682355</td>\n",

" <td>Sabbatini</td>\n",

" <td>772</td>\n",

" <td>Germany</td>\n",

" <td>Male</td>\n",

" <td>42</td>\n",

" <td>3</td>\n",

" <td>75075.31</td>\n",

" <td>2</td>\n",

" <td>1</td>\n",

" <td>0</td>\n",

" <td>92888.52</td>\n",

" <td>1</td>\n",

" </tr>\n",

" <tr>\n",

" <th>9999</th>\n",

" <td>10000</td>\n",

" <td>15628319</td>\n",

" <td>Walker</td>\n",

" <td>792</td>\n",

" <td>France</td>\n",

" <td>Female</td>\n",

" <td>28</td>\n",

" <td>4</td>\n",

" <td>130142.79</td>\n",

" <td>1</td>\n",

" <td>1</td>\n",

" <td>0</td>\n",

" <td>38190.78</td>\n",

" <td>0</td>\n",

" </tr>\n",

" </tbody>\n",

"</table>\n",

"</div>\n",

" <button class=\"colab-df-convert\" onclick=\"convertToInteractive('df-8b674cfa-75fb-496a-a728-af00cde26447')\"\n",

" title=\"Convert this dataframe to an interactive table.\"\n",

" style=\"display:none;\">\n",

" \n",

" <svg xmlns=\"http://www.w3.org/2000/svg\" height=\"24px\"viewBox=\"0 0 24 24\"\n",

" width=\"24px\">\n",

" <path d=\"M0 0h24v24H0V0z\" fill=\"none\"/>\n",

" <path d=\"M18.56 5.44l.94 2.06.94-2.06 2.06-.94-2.06-.94-.94-2.06-.94 2.06-2.06.94zm-11 1L8.5 8.5l.94-2.06 2.06-.94-2.06-.94L8.5 2.5l-.94 2.06-2.06.94zm10 10l.94 2.06.94-2.06 2.06-.94-2.06-.94-.94-2.06-.94 2.06-2.06.94z\"/><path d=\"M17.41 7.96l-1.37-1.37c-.4-.4-.92-.59-1.43-.59-.52 0-1.04.2-1.43.59L10.3 9.45l-7.72 7.72c-.78.78-.78 2.05 0 2.83L4 21.41c.39.39.9.59 1.41.59.51 0 1.02-.2 1.41-.59l7.78-7.78 2.81-2.81c.8-.78.8-2.07 0-2.86zM5.41 20L4 18.59l7.72-7.72 1.47 1.35L5.41 20z\"/>\n",

" </svg>\n",

" </button>\n",

" \n",

" <style>\n",

" .colab-df-container {\n",

" display:flex;\n",

" flex-wrap:wrap;\n",

" gap: 12px;\n",

" }\n",

"\n",

" .colab-df-convert {\n",

" background-color: #E8F0FE;\n",

" border: none;\n",

" border-radius: 50%;\n",

" cursor: pointer;\n",

" display: none;\n",

" fill: #1967D2;\n",

" height: 32px;\n",

" padding: 0 0 0 0;\n",

" width: 32px;\n",

" }\n",

"\n",

" .colab-df-convert:hover {\n",

" background-color: #E2EBFA;\n",

" box-shadow: 0px 1px 2px rgba(60, 64, 67, 0.3), 0px 1px 3px 1px rgba(60, 64, 67, 0.15);\n",

" fill: #174EA6;\n",

" }\n",

"\n",

" [theme=dark] .colab-df-convert {\n",

" background-color: #3B4455;\n",

" fill: #D2E3FC;\n",

" }\n",

"\n",

" [theme=dark] .colab-df-convert:hover {\n",

" background-color: #434B5C;\n",

" box-shadow: 0px 1px 3px 1px rgba(0, 0, 0, 0.15);\n",

" filter: drop-shadow(0px 1px 2px rgba(0, 0, 0, 0.3));\n",

" fill: #FFFFFF;\n",

" }\n",

" </style>\n",

"\n",

" <script>\n",

" const buttonEl =\n",

" document.querySelector('#df-8b674cfa-75fb-496a-a728-af00cde26447 button.colab-df-convert');\n",

" buttonEl.style.display =\n",

" google.colab.kernel.accessAllowed ? 'block' : 'none';\n",

"\n",

" async function convertToInteractive(key) {\n",

" const element = document.querySelector('#df-8b674cfa-75fb-496a-a728-af00cde26447');\n",

" const dataTable =\n",

" await google.colab.kernel.invokeFunction('convertToInteractive',\n",

" [key], {});\n",

" if (!dataTable) return;\n",

"\n",

" const docLinkHtml = 'Like what you see? Visit the ' +\n",

" '<a target=\"\_blank\" href=https://colab.research.google.com/notebooks/data\_table.ipynb>data table notebook</a>'\n",

" + ' to learn more about interactive tables.';\n",

" element.innerHTML = '';\n",

" dataTable['output\_type'] = 'display\_data';\n",

" await google.colab.output.renderOutput(dataTable, element);\n",

" const docLink = document.createElement('div');\n",

" docLink.innerHTML = docLinkHtml;\n",

" element.appendChild(docLink);\n",

" }\n",

" </script>\n",

" </div>\n",

" </div>\n",

" "

]

},

"metadata": {},

"execution\_count": 89

}

]

},

{

"cell\_type": "code",

"source": [

"df.columns"

],

"metadata": {

"colab": {

"base\_uri": "https://localhost:8080/"

},

"id": "0n2kR19gkB4O",

"outputId": "8d7d3b00-4709-4cb7-8c74-e7bf5e2db4dc"

},

"execution\_count": 90,

"outputs": [

{

"output\_type": "execute\_result",

"data": {

"text/plain": [

"Index(['RowNumber', 'CustomerId', 'Surname', 'CreditScore', 'Geography',\n",

" 'Gender', 'Age', 'Tenure', 'Balance', 'NumOfProducts', 'HasCrCard',\n",

" 'IsActiveMember', 'EstimatedSalary', 'Exited'],\n",

" dtype='object')"

]

},

"metadata": {},

"execution\_count": 90

}

]

},

{

"cell\_type": "markdown",

"source": [

"Categorical Columns and Perform Encoding"

],

"metadata": {

"id": "IVO-vWqSnmxa"

}

},

{

"cell\_type": "code",

"source": [

"df['Gender'].replace({'Male': 1, 'Female': 0}, inplace=True)\n",

"df.head(5)"

],

"metadata": {

"colab": {

"base\_uri": "https://localhost:8080/",

"height": 206

},

"id": "PN1RKLv-6TBk",

"outputId": "ee6d8cdb-a2e4-418f-e0d3-3d82be1d8bc6"

},

"execution\_count": 91,

"outputs": [

{

"output\_type": "execute\_result",

"data": {

"text/plain": [

" RowNumber CustomerId Surname CreditScore Geography Gender Age \\\n",

"0 1 15634602 Hargrave 619 France 0 42 \n",

"1 2 15647311 Hill 608 Spain 0 41 \n",

"2 3 15619304 Onio 502 France 0 42 \n",

"3 4 15701354 Boni 699 France 0 39 \n",

"4 5 15737888 Mitchell 850 Spain 0 43 \n",

"\n",

" Tenure Balance NumOfProducts HasCrCard IsActiveMember \\\n",

"0 2 0.00 1 1 1 \n",

"1 1 83807.86 1 0 1 \n",

"2 8 159660.80 3 1 0 \n",

"3 1 0.00 2 0 0 \n",

"4 2 125510.82 1 1 1 \n",

"\n",

" EstimatedSalary Exited \n",

"0 101348.88 1 \n",

"1 112542.58 0 \n",

"2 113931.57 1 \n",

"3 93826.63 0 \n",

"4 79084.10 0 "

],

"text/html": [

"\n",

" <div id=\"df-42e69d6e-cc3d-4d0b-abb6-0e5e0c21936d\">\n",

" <div class=\"colab-df-container\">\n",

" <div>\n",

"<style scoped>\n",

" .dataframe tbody tr th:only-of-type {\n",

" vertical-align: middle;\n",

" }\n",

"\n",

" .dataframe tbody tr th {\n",

" vertical-align: top;\n",

" }\n",

"\n",

" .dataframe thead th {\n",

" text-align: right;\n",

" }\n",

"</style>\n",

"<table border=\"1\" class=\"dataframe\">\n",

" <thead>\n",

" <tr style=\"text-align: right;\">\n",

" <th></th>\n",

" <th>RowNumber</th>\n",

" <th>CustomerId</th>\n",

" <th>Surname</th>\n",

" <th>CreditScore</th>\n",

" <th>Geography</th>\n",

" <th>Gender</th>\n",

" <th>Age</th>\n",

" <th>Tenure</th>\n",

" <th>Balance</th>\n",

" <th>NumOfProducts</th>\n",

" <th>HasCrCard</th>\n",

" <th>IsActiveMember</th>\n",

" <th>EstimatedSalary</th>\n",

" <th>Exited</th>\n",

" </tr>\n",

" </thead>\n",

" <tbody>\n",

" <tr>\n",

" <th>0</th>\n",

" <td>1</td>\n",

" <td>15634602</td>\n",

" <td>Hargrave</td>\n",

" <td>619</td>\n",

" <td>France</td>\n",

" <td>0</td>\n",

" <td>42</td>\n",

" <td>2</td>\n",

" <td>0.00</td>\n",

" <td>1</td>\n",

" <td>1</td>\n",

" <td>1</td>\n",

" <td>101348.88</td>\n",

" <td>1</td>\n",

" </tr>\n",

" <tr>\n",

" <th>1</th>\n",

" <td>2</td>\n",

" <td>15647311</td>\n",

" <td>Hill</td>\n",

" <td>608</td>\n",

" <td>Spain</td>\n",

" <td>0</td>\n",

" <td>41</td>\n",

" <td>1</td>\n",

" <td>83807.86</td>\n",

" <td>1</td>\n",

" <td>0</td>\n",

" <td>1</td>\n",

" <td>112542.58</td>\n",

" <td>0</td>\n",

" </tr>\n",

" <tr>\n",

" <th>2</th>\n",

" <td>3</td>\n",

" <td>15619304</td>\n",

" <td>Onio</td>\n",

" <td>502</td>\n",

" <td>France</td>\n",

" <td>0</td>\n",

" <td>42</td>\n",

" <td>8</td>\n",

" <td>159660.80</td>\n",

" <td>3</td>\n",

" <td>1</td>\n",

" <td>0</td>\n",

" <td>113931.57</td>\n",

" <td>1</td>\n",

" </tr>\n",

" <tr>\n",

" <th>3</th>\n",

" <td>4</td>\n",

" <td>15701354</td>\n",

" <td>Boni</td>\n",

" <td>699</td>\n",

" <td>France</td>\n",

" <td>0</td>\n",

" <td>39</td>\n",

" <td>1</td>\n",

" <td>0.00</td>\n",

" <td>2</td>\n",

" <td>0</td>\n",

" <td>0</td>\n",

" <td>93826.63</td>\n",

" <td>0</td>\n",

" </tr>\n",

" <tr>\n",

" <th>4</th>\n",

" <td>5</td>\n",

" <td>15737888</td>\n",

" <td>Mitchell</td>\n",

" <td>850</td>\n",

" <td>Spain</td>\n",

" <td>0</td>\n",

" <td>43</td>\n",

" <td>2</td>\n",

" <td>125510.82</td>\n",

" <td>1</td>\n",

" <td>1</td>\n",

" <td>1</td>\n",

" <td>79084.10</td>\n",

" <td>0</td>\n",

" </tr>\n",

" </tbody>\n",

"</table>\n",

"</div>\n",

" <button class=\"colab-df-convert\" onclick=\"convertToInteractive('df-42e69d6e-cc3d-4d0b-abb6-0e5e0c21936d')\"\n",

" title=\"Convert this dataframe to an interactive table.\"\n",

" style=\"display:none;\">\n",

" \n",

" <svg xmlns=\"http://www.w3.org/2000/svg\" height=\"24px\"viewBox=\"0 0 24 24\"\n",

" width=\"24px\">\n",

" <path d=\"M0 0h24v24H0V0z\" fill=\"none\"/>\n",

" <path d=\"M18.56 5.44l.94 2.06.94-2.06 2.06-.94-2.06-.94-.94-2.06-.94 2.06-2.06.94zm-11 1L8.5 8.5l.94-2.06 2.06-.94-2.06-.94L8.5 2.5l-.94 2.06-2.06.94zm10 10l.94 2.06.94-2.06 2.06-.94-2.06-.94-.94-2.06-.94 2.06-2.06.94z\"/><path d=\"M17.41 7.96l-1.37-1.37c-.4-.4-.92-.59-1.43-.59-.52 0-1.04.2-1.43.59L10.3 9.45l-7.72 7.72c-.78.78-.78 2.05 0 2.83L4 21.41c.39.39.9.59 1.41.59.51 0 1.02-.2 1.41-.59l7.78-7.78 2.81-2.81c.8-.78.8-2.07 0-2.86zM5.41 20L4 18.59l7.72-7.72 1.47 1.35L5.41 20z\"/>\n",

" </svg>\n",

" </button>\n",

" \n",

" <style>\n",

" .colab-df-container {\n",

" display:flex;\n",

" flex-wrap:wrap;\n",

" gap: 12px;\n",

" }\n",

"\n",

" .colab-df-convert {\n",

" background-color: #E8F0FE;\n",

" border: none;\n",

" border-radius: 50%;\n",

" cursor: pointer;\n",

" display: none;\n",

" fill: #1967D2;\n",

" height: 32px;\n",

" padding: 0 0 0 0;\n",

" width: 32px;\n",

" }\n",

"\n",

" .colab-df-convert:hover {\n",

" background-color: #E2EBFA;\n",

" box-shadow: 0px 1px 2px rgba(60, 64, 67, 0.3), 0px 1px 3px 1px rgba(60, 64, 67, 0.15);\n",

" fill: #174EA6;\n",

" }\n",

"\n",

" [theme=dark] .colab-df-convert {\n",

" background-color: #3B4455;\n",

" fill: #D2E3FC;\n",

" }\n",

"\n",

" [theme=dark] .colab-df-convert:hover {\n",

" background-color: #434B5C;\n",

" box-shadow: 0px 1px 3px 1px rgba(0, 0, 0, 0.15);\n",

" filter: drop-shadow(0px 1px 2px rgba(0, 0, 0, 0.3));\n",

" fill: #FFFFFF;\n",

" }\n",

" </style>\n",

"\n",

" <script>\n",

" const buttonEl =\n",

" document.querySelector('#df-42e69d6e-cc3d-4d0b-abb6-0e5e0c21936d button.colab-df-convert');\n",

" buttonEl.style.display =\n",

" google.colab.kernel.accessAllowed ? 'block' : 'none';\n",

"\n",

" async function convertToInteractive(key) {\n",

" const element = document.querySelector('#df-42e69d6e-cc3d-4d0b-abb6-0e5e0c21936d');\n",

" const dataTable =\n",

" await google.colab.kernel.invokeFunction('convertToInteractive',\n",

" [key], {});\n",

" if (!dataTable) return;\n",

"\n",

" const docLinkHtml = 'Like what you see? Visit the ' +\n",

" '<a target=\"\_blank\" href=https://colab.research.google.com/notebooks/data\_table.ipynb>data table notebook</a>'\n",

" + ' to learn more about interactive tables.';\n",

" element.innerHTML = '';\n",

" dataTable['output\_type'] = 'display\_data';\n",

" await google.colab.output.renderOutput(dataTable, element);\n",

" const docLink = document.createElement('div');\n",

" docLink.innerHTML = docLinkHtml;\n",

" element.appendChild(docLink);\n",

" }\n",

" </script>\n",

" </div>\n",

" </div>\n",

" "

]

},

"metadata": {},

"execution\_count": 91

}

]

},

{

"cell\_type": "markdown",

"source": [

"Dropping Unwanted Columns"

],

"metadata": {

"id": "XnzGiLrBoEN\_"

}

},

{

"cell\_type": "code",

"source": [

"df = df.drop(columns=['RowNumber', 'CustomerId', 'Surname', 'Geography'])\n",

"df.head()"

],

"metadata": {

"colab": {

"base\_uri": "https://localhost:8080/",

"height": 206

},

"id": "K3bhFpQHjZuu",

"outputId": "ef1636bc-2246-44df-a93d-cc009255147e"

},

"execution\_count": 92,

"outputs": [

{

"output\_type": "execute\_result",

"data": {

"text/plain": [

" CreditScore Gender Age Tenure Balance NumOfProducts HasCrCard \\\n",

"0 619 0 42 2 0.00 1 1 \n",

"1 608 0 41 1 83807.86 1 0 \n",

"2 502 0 42 8 159660.80 3 1 \n",

"3 699 0 39 1 0.00 2 0 \n",

"4 850 0 43 2 125510.82 1 1 \n",

"\n",

" IsActiveMember EstimatedSalary Exited \n",

"0 1 101348.88 1 \n",

"1 1 112542.58 0 \n",

"2 0 113931.57 1 \n",

"3 0 93826.63 0 \n",

"4 1 79084.10 0 "

],

"text/html": [

"\n",

" <div id=\"df-7b6b30d5-c3ae-43eb-9314-48ca2703f91a\">\n",

" <div class=\"colab-df-container\">\n",

" <div>\n",

"<style scoped>\n",

" .dataframe tbody tr th:only-of-type {\n",

" vertical-align: middle;\n",

" }\n",

"\n",

" .dataframe tbody tr th {\n",

" vertical-align: top;\n",

" }\n",

"\n",

" .dataframe thead th {\n",

" text-align: right;\n",

" }\n",

"</style>\n",

"<table border=\"1\" class=\"dataframe\">\n",

" <thead>\n",

" <tr style=\"text-align: right;\">\n",

" <th></th>\n",

" <th>CreditScore</th>\n",

" <th>Gender</th>\n",

" <th>Age</th>\n",

" <th>Tenure</th>\n",

" <th>Balance</th>\n",

" <th>NumOfProducts</th>\n",

" <th>HasCrCard</th>\n",

" <th>IsActiveMember</th>\n",

" <th>EstimatedSalary</th>\n",

" <th>Exited</th>\n",

" </tr>\n",

" </thead>\n",

" <tbody>\n",

" <tr>\n",

" <th>0</th>\n",

" <td>619</td>\n",

" <td>0</td>\n",

" <td>42</td>\n",

" <td>2</td>\n",

" <td>0.00</td>\n",

" <td>1</td>\n",

" <td>1</td>\n",

" <td>1</td>\n",

" <td>101348.88</td>\n",

" <td>1</td>\n",

" </tr>\n",

" <tr>\n",

" <th>1</th>\n",

" <td>608</td>\n",

" <td>0</td>\n",

" <td>41</td>\n",

" <td>1</td>\n",

" <td>83807.86</td>\n",

" <td>1</td>\n",

" <td>0</td>\n",

" <td>1</td>\n",

" <td>112542.58</td>\n",

" <td>0</td>\n",

" </tr>\n",

" <tr>\n",

" <th>2</th>\n",

" <td>502</td>\n",

" <td>0</td>\n",

" <td>42</td>\n",

" <td>8</td>\n",

" <td>159660.80</td>\n",

" <td>3</td>\n",

" <td>1</td>\n",

" <td>0</td>\n",

" <td>113931.57</td>\n",

" <td>1</td>\n",

" </tr>\n",

" <tr>\n",

" <th>3</th>\n",

" <td>699</td>\n",

" <td>0</td>\n",

" <td>39</td>\n",

" <td>1</td>\n",

" <td>0.00</td>\n",

" <td>2</td>\n",

" <td>0</td>\n",

" <td>0</td>\n",

" <td>93826.63</td>\n",

" <td>0</td>\n",

" </tr>\n",

" <tr>\n",

" <th>4</th>\n",

" <td>850</td>\n",

" <td>0</td>\n",

" <td>43</td>\n",

" <td>2</td>\n",

" <td>125510.82</td>\n",

" <td>1</td>\n",

" <td>1</td>\n",

" <td>1</td>\n",

" <td>79084.10</td>\n",

" <td>0</td>\n",

" </tr>\n",

" </tbody>\n",

"</table>\n",

"</div>\n",

" <button class=\"colab-df-convert\" onclick=\"convertToInteractive('df-7b6b30d5-c3ae-43eb-9314-48ca2703f91a')\"\n",

" title=\"Convert this dataframe to an interactive table.\"\n",

" style=\"display:none;\">\n",

" \n",

" <svg xmlns=\"http://www.w3.org/2000/svg\" height=\"24px\"viewBox=\"0 0 24 24\"\n",

" width=\"24px\">\n",

" <path d=\"M0 0h24v24H0V0z\" fill=\"none\"/>\n",

" <path d=\"M18.56 5.44l.94 2.06.94-2.06 2.06-.94-2.06-.94-.94-2.06-.94 2.06-2.06.94zm-11 1L8.5 8.5l.94-2.06 2.06-.94-2.06-.94L8.5 2.5l-.94 2.06-2.06.94zm10 10l.94 2.06.94-2.06 2.06-.94-2.06-.94-.94-2.06-.94 2.06-2.06.94z\"/><path d=\"M17.41 7.96l-1.37-1.37c-.4-.4-.92-.59-1.43-.59-.52 0-1.04.2-1.43.59L10.3 9.45l-7.72 7.72c-.78.78-.78 2.05 0 2.83L4 21.41c.39.39.9.59 1.41.59.51 0 1.02-.2 1.41-.59l7.78-7.78 2.81-2.81c.8-.78.8-2.07 0-2.86zM5.41 20L4 18.59l7.72-7.72 1.47 1.35L5.41 20z\"/>\n",

" </svg>\n",

" </button>\n",

" \n",

" <style>\n",

" .colab-df-container {\n",

" display:flex;\n",

" flex-wrap:wrap;\n",

" gap: 12px;\n",

" }\n",

"\n",

" .colab-df-convert {\n",

" background-color: #E8F0FE;\n",

" border: none;\n",

" border-radius: 50%;\n",

" cursor: pointer;\n",

" display: none;\n",

" fill: #1967D2;\n",

" height: 32px;\n",

" padding: 0 0 0 0;\n",

" width: 32px;\n",

" }\n",

"\n",

" .colab-df-convert:hover {\n",

" background-color: #E2EBFA;\n",

" box-shadow: 0px 1px 2px rgba(60, 64, 67, 0.3), 0px 1px 3px 1px rgba(60, 64, 67, 0.15);\n",

" fill: #174EA6;\n",

" }\n",

"\n",

" [theme=dark] .colab-df-convert {\n",

" background-color: #3B4455;\n",

" fill: #D2E3FC;\n",

" }\n",

"\n",

" [theme=dark] .colab-df-convert:hover {\n",

" background-color: #434B5C;\n",

" box-shadow: 0px 1px 3px 1px rgba(0, 0, 0, 0.15);\n",

" filter: drop-shadow(0px 1px 2px rgba(0, 0, 0, 0.3));\n",

" fill: #FFFFFF;\n",

" }\n",

" </style>\n",

"\n",

" <script>\n",

" const buttonEl =\n",

" document.querySelector('#df-7b6b30d5-c3ae-43eb-9314-48ca2703f91a button.colab-df-convert');\n",

" buttonEl.style.display =\n",

" google.colab.kernel.accessAllowed ? 'block' : 'none';\n",

"\n",

" async function convertToInteractive(key) {\n",

" const element = document.querySelector('#df-7b6b30d5-c3ae-43eb-9314-48ca2703f91a');\n",

" const dataTable =\n",

" await google.colab.kernel.invokeFunction('convertToInteractive',\n",

" [key], {});\n",

" if (!dataTable) return;\n",

"\n",

" const docLinkHtml = 'Like what you see? Visit the ' +\n",

" '<a target=\"\_blank\" href=https://colab.research.google.com/notebooks/data\_table.ipynb>data table notebook</a>'\n",

" + ' to learn more about interactive tables.';\n",

" element.innerHTML = '';\n",

" dataTable['output\_type'] = 'display\_data';\n",

" await google.colab.output.renderOutput(dataTable, element);\n",

" const docLink = document.createElement('div');\n",

" docLink.innerHTML = docLinkHtml;\n",

" element.appendChild(docLink);\n",

" }\n",

" </script>\n",

" </div>\n",

" </div>\n",

" "

]

},

"metadata": {},

"execution\_count": 92

}

]

},

{

"cell\_type": "markdown",

"source": [

"Handling Missing Values"

],

"metadata": {

"id": "vc\_lZC3JpqKO"

}

},

{

"cell\_type": "code",

"source": [

"df.duplicated().sum()"

],

"metadata": {

"colab": {

"base\_uri": "https://localhost:8080/"

},

"id": "RaUSZOoIjZp4",

"outputId": "82e2780b-cd83-4312-a0a0-8ec0437c2735"

},

"execution\_count": 93,

"outputs": [

{

"output\_type": "execute\_result",

"data": {

"text/plain": [

"0"

]

},

"metadata": {},

"execution\_count": 93

}

]

},

{

"cell\_type": "code",

"source": [

"df.isna().sum()"

],

"metadata": {

"id": "bCpCIAEUD9Bb",

"colab": {

"base\_uri": "https://localhost:8080/"

},

"outputId": "4c3d3573-aad6-48f1-bed3-eb4923e6c279"

},

"execution\_count": 94,

"outputs": [

{

"output\_type": "execute\_result",

"data": {

"text/plain": [

"CreditScore 0\n",

"Gender 0\n",

"Age 0\n",

"Tenure 0\n",

"Balance 0\n",

"NumOfProducts 0\n",

"HasCrCard 0\n",

"IsActiveMember 0\n",

"EstimatedSalary 0\n",

"Exited 0\n",

"dtype: int64"

]

},

"metadata": {},

"execution\_count": 94

}

]

},

{

"cell\_type": "code",

"source": [

"df.nunique()"

],

"metadata": {

"colab": {

"base\_uri": "https://localhost:8080/"

},

"id": "jIig4dWhBrBD",

"outputId": "dcfcbefa-fa1a-423a-c329-56da7bb08360"

},

"execution\_count": 95,

"outputs": [

{

"output\_type": "execute\_result",

"data": {

"text/plain": [

"CreditScore 460\n",

"Gender 2\n",

"Age 70\n",

"Tenure 11\n",

"Balance 6382\n",

"NumOfProducts 4\n",

"HasCrCard 2\n",

"IsActiveMember 2\n",

"EstimatedSalary 9999\n",

"Exited 2\n",

"dtype: int64"

]

},

"metadata": {},

"execution\_count": 95

}

]

},

{

"cell\_type": "code",

"source": [

"df.info()"

],

"metadata": {

"colab": {

"base\_uri": "https://localhost:8080/"

},

"id": "ImJ9xeBRmYNz",

"outputId": "d9d96d25-cab2-444a-eceb-9cb3f030c1da"

},

"execution\_count": 96,

"outputs": [

{

"output\_type": "stream",

"name": "stdout",

"text": [

"<class 'pandas.core.frame.DataFrame'>\n",

"RangeIndex: 10000 entries, 0 to 9999\n",

"Data columns (total 10 columns):\n",

" # Column Non-Null Count Dtype \n",

"--- ------ -------------- ----- \n",

" 0 CreditScore 10000 non-null int64 \n",

" 1 Gender 10000 non-null int64 \n",

" 2 Age 10000 non-null int64 \n",

" 3 Tenure 10000 non-null int64 \n",

" 4 Balance 10000 non-null float64\n",

" 5 NumOfProducts 10000 non-null int64 \n",

" 6 HasCrCard 10000 non-null int64 \n",

" 7 IsActiveMember 10000 non-null int64 \n",

" 8 EstimatedSalary 10000 non-null float64\n",

" 9 Exited 10000 non-null int64 \n",

"dtypes: float64(2), int64(8)\n",

"memory usage: 781.4 KB\n"

]

}

]

},

{

"cell\_type": "markdown",

"source": [

". Perform Descriptive Statistics"

],

"metadata": {

"id": "-YH8sSQroXxH"

}

},

{

"cell\_type": "code",

"source": [

"df.drop(columns=['Gender', 'HasCrCard', 'IsActiveMember', 'Exited']).describe()"

],

"metadata": {

"id": "DOaEvFw-D8-W",

"colab": {

"base\_uri": "https://localhost:8080/",

"height": 300

},

"outputId": "2886ef5f-a132-4183-8757-3bad8c2fbfc3"

},

"execution\_count": 97,

"outputs": [

{

"output\_type": "execute\_result",

"data": {

"text/plain": [

" CreditScore Age Tenure Balance NumOfProducts \\\n",

"count 10000.000000 10000.000000 10000.000000 10000.000000 10000.000000 \n",

"mean 650.528800 38.921800 5.012800 76485.889288 1.530200 \n",

"std 96.653299 10.487806 2.892174 62397.405202 0.581654 \n",

"min 350.000000 18.000000 0.000000 0.000000 1.000000 \n",

"25% 584.000000 32.000000 3.000000 0.000000 1.000000 \n",

"50% 652.000000 37.000000 5.000000 97198.540000 1.000000 \n",

"75% 718.000000 44.000000 7.000000 127644.240000 2.000000 \n",

"max 850.000000 92.000000 10.000000 250898.090000 4.000000 \n",

"\n",

" EstimatedSalary \n",

"count 10000.000000 \n",

"mean 100090.239881 \n",

"std 57510.492818 \n",

"min 11.580000 \n",

"25% 51002.110000 \n",

"50% 100193.915000 \n",

"75% 149388.247500 \n",

"max 199992.480000 "

],

"text/html": [

"\n",

" <div id=\"df-d7d7ddef-b732-403f-a3dd-e814c1f1d37e\">\n",

" <div class=\"colab-df-container\">\n",

" <div>\n",

"<style scoped>\n",

" .dataframe tbody tr th:only-of-type {\n",

" vertical-align: middle;\n",

" }\n",

"\n",

" .dataframe tbody tr th {\n",

" vertical-align: top;\n",

" }\n",

"\n",

" .dataframe thead th {\n",

" text-align: right;\n",

" }\n",

"</style>\n",

"<table border=\"1\" class=\"dataframe\">\n",

" <thead>\n",

" <tr style=\"text-align: right;\">\n",

" <th></th>\n",

" <th>CreditScore</th>\n",

" <th>Age</th>\n",

" <th>Tenure</th>\n",

" <th>Balance</th>\n",

" <th>NumOfProducts</th>\n",

" <th>EstimatedSalary</th>\n",

" </tr>\n",

" </thead>\n",

" <tbody>\n",

" <tr>\n",

" <th>count</th>\n",

" <td>10000.000000</td>\n",

" <td>10000.000000</td>\n",

" <td>10000.000000</td>\n",

" <td>10000.000000</td>\n",

" <td>10000.000000</td>\n",

" <td>10000.000000</td>\n",

" </tr>\n",

" <tr>\n",

" <th>mean</th>\n",

" <td>650.528800</td>\n",

" <td>38.921800</td>\n",

" <td>5.012800</td>\n",

" <td>76485.889288</td>\n",

" <td>1.530200</td>\n",

" <td>100090.239881</td>\n",

" </tr>\n",

" <tr>\n",

" <th>std</th>\n",

" <td>96.653299</td>\n",

" <td>10.487806</td>\n",

" <td>2.892174</td>\n",

" <td>62397.405202</td>\n",

" <td>0.581654</td>\n",

" <td>57510.492818</td>\n",

" </tr>\n",

" <tr>\n",

" <th>min</th>\n",

" <td>350.000000</td>\n",

" <td>18.000000</td>\n",

" <td>0.000000</td>\n",

" <td>0.000000</td>\n",

" <td>1.000000</td>\n",

" <td>11.580000</td>\n",

" </tr>\n",

" <tr>\n",

" <th>25%</th>\n",

" <td>584.000000</td>\n",

" <td>32.000000</td>\n",

" <td>3.000000</td>\n",

" <td>0.000000</td>\n",

" <td>1.000000</td>\n",

" <td>51002.110000</td>\n",

" </tr>\n",

" <tr>\n",

" <th>50%</th>\n",

" <td>652.000000</td>\n",

" <td>37.000000</td>\n",

" <td>5.000000</td>\n",

" <td>97198.540000</td>\n",

" <td>1.000000</td>\n",

" <td>100193.915000</td>\n",

" </tr>\n",

" <tr>\n",

" <th>75%</th>\n",

" <td>718.000000</td>\n",

" <td>44.000000</td>\n",

" <td>7.000000</td>\n",

" <td>127644.240000</td>\n",

" <td>2.000000</td>\n",

" <td>149388.247500</td>\n",

" </tr>\n",

" <tr>\n",

" <th>max</th>\n",

" <td>850.000000</td>\n",

" <td>92.000000</td>\n",

" <td>10.000000</td>\n",

" <td>250898.090000</td>\n",

" <td>4.000000</td>\n",

" <td>199992.480000</td>\n",

" </tr>\n",

" </tbody>\n",

"</table>\n",

"</div>\n",

" <button class=\"colab-df-convert\" onclick=\"convertToInteractive('df-d7d7ddef-b732-403f-a3dd-e814c1f1d37e')\"\n",

" title=\"Convert this dataframe to an interactive table.\"\n",

" style=\"display:none;\">\n",

" \n",

" <svg xmlns=\"http://www.w3.org/2000/svg\" height=\"24px\"viewBox=\"0 0 24 24\"\n",

" width=\"24px\">\n",

" <path d=\"M0 0h24v24H0V0z\" fill=\"none\"/>\n",

" <path d=\"M18.56 5.44l.94 2.06.94-2.06 2.06-.94-2.06-.94-.94-2.06-.94 2.06-2.06.94zm-11 1L8.5 8.5l.94-2.06 2.06-.94-2.06-.94L8.5 2.5l-.94 2.06-2.06.94zm10 10l.94 2.06.94-2.06 2.06-.94-2.06-.94-.94-2.06-.94 2.06-2.06.94z\"/><path d=\"M17.41 7.96l-1.37-1.37c-.4-.4-.92-.59-1.43-.59-.52 0-1.04.2-1.43.59L10.3 9.45l-7.72 7.72c-.78.78-.78 2.05 0 2.83L4 21.41c.39.39.9.59 1.41.59.51 0 1.02-.2 1.41-.59l7.78-7.78 2.81-2.81c.8-.78.8-2.07 0-2.86zM5.41 20L4 18.59l7.72-7.72 1.47 1.35L5.41 20z\"/>\n",

" </svg>\n",

" </button>\n",

" \n",

" <style>\n",

" .colab-df-container {\n",

" display:flex;\n",

" flex-wrap:wrap;\n",

" gap: 12px;\n",

" }\n",

"\n",

" .colab-df-convert {\n",

" background-color: #E8F0FE;\n",

" border: none;\n",

" border-radius: 50%;\n",

" cursor: pointer;\n",

" display: none;\n",

" fill: #1967D2;\n",

" height: 32px;\n",

" padding: 0 0 0 0;\n",

" width: 32px;\n",

" }\n",

"\n",

" .colab-df-convert:hover {\n",

" background-color: #E2EBFA;\n",

" box-shadow: 0px 1px 2px rgba(60, 64, 67, 0.3), 0px 1px 3px 1px rgba(60, 64, 67, 0.15);\n",

" fill: #174EA6;\n",

" }\n",

"\n",

" [theme=dark] .colab-df-convert {\n",

" background-color: #3B4455;\n",

" fill: #D2E3FC;\n",

" }\n",

"\n",

" [theme=dark] .colab-df-convert:hover {\n",

" background-color: #434B5C;\n",

" box-shadow: 0px 1px 3px 1px rgba(0, 0, 0, 0.15);\n",

" filter: drop-shadow(0px 1px 2px rgba(0, 0, 0, 0.3));\n",

" fill: #FFFFFF;\n",

" }\n",

" </style>\n",

"\n",

" <script>\n",

" const buttonEl =\n",

" document.querySelector('#df-d7d7ddef-b732-403f-a3dd-e814c1f1d37e button.colab-df-convert');\n",

" buttonEl.style.display =\n",

" google.colab.kernel.accessAllowed ? 'block' : 'none';\n",

"\n",

" async function convertToInteractive(key) {\n",

" const element = document.querySelector('#df-d7d7ddef-b732-403f-a3dd-e814c1f1d37e');\n",

" const dataTable =\n",

" await google.colab.kernel.invokeFunction('convertToInteractive',\n",

" [key], {});\n",

" if (!dataTable) return;\n",

"\n",

" const docLinkHtml = 'Like what you see? Visit the ' +\n",

" '<a target=\"\_blank\" href=https://colab.research.google.com/notebooks/data\_table.ipynb>data table notebook</a>'\n",

" + ' to learn more about interactive tables.';\n",

" element.innerHTML = '';\n",

" dataTable['output\_type'] = 'display\_data';\n",

" await google.colab.output.renderOutput(dataTable, element);\n",

" const docLink = document.createElement('div');\n",

" docLink.innerHTML = docLinkHtml;\n",

" element.appendChild(docLink);\n",

" }\n",

" </script>\n",

" </div>\n",

" </div>\n",

" "

]

},

"metadata": {},

"execution\_count": 97

}

]

},

{

"cell\_type": "markdown",

"source": [

"Find Outliers"

],

"metadata": {

"id": "bX58XsnRo6WI"

}

},

{

"cell\_type": "code",

"source": [

"qnt = df.drop(columns=['Gender', 'Tenure', 'HasCrCard', 'IsActiveMember', 'NumOfProducts', 'Exited']).quantile(q=[0.25, 0.75])\n",

"qnt"

],

"metadata": {

"colab": {

"base\_uri": "https://localhost:8080/",

"height": 112

},

"id": "rL377fcDklH3",

"outputId": "f4c6db43-f8d7-4176-9411-79ef07ba132a"

},

"execution\_count": 98,

"outputs": [

{

"output\_type": "execute\_result",

"data": {

"text/plain": [

" CreditScore Age Balance EstimatedSalary\n",

"0.25 584.0 32.0 0.00 51002.1100\n",

"0.75 718.0 44.0 127644.24 149388.2475"

],

"text/html": [

"\n",

" <div id=\"df-0ac134a4-6a58-4593-b0fb-92e3fa1887e0\">\n",

" <div class=\"colab-df-container\">\n",

" <div>\n",

"<style scoped>\n",

" .dataframe tbody tr th:only-of-type {\n",

" vertical-align: middle;\n",

" }\n",

"\n",

" .dataframe tbody tr th {\n",

" vertical-align: top;\n",

" }\n",

"\n",

" .dataframe thead th {\n",

" text-align: right;\n",

" }\n",

"</style>\n",

"<table border=\"1\" class=\"dataframe\">\n",

" <thead>\n",

" <tr style=\"text-align: right;\">\n",

" <th></th>\n",

" <th>CreditScore</th>\n",

" <th>Age</th>\n",

" <th>Balance</th>\n",

" <th>EstimatedSalary</th>\n",

" </tr>\n",

" </thead>\n",

" <tbody>\n",

" <tr>\n",

" <th>0.25</th>\n",

" <td>584.0</td>\n",

" <td>32.0</td>\n",

" <td>0.00</td>\n",

" <td>51002.1100</td>\n",

" </tr>\n",

" <tr>\n",

" <th>0.75</th>\n",

" <td>718.0</td>\n",

" <td>44.0</td>\n",

" <td>127644.24</td>\n",

" <td>149388.2475</td>\n",

" </tr>\n",

" </tbody>\n",

"</table>\n",

"</div>\n",

" <button class=\"colab-df-convert\" onclick=\"convertToInteractive('df-0ac134a4-6a58-4593-b0fb-92e3fa1887e0')\"\n",

" title=\"Convert this dataframe to an interactive table.\"\n",

" style=\"display:none;\">\n",

" \n",

" <svg xmlns=\"http://www.w3.org/2000/svg\" height=\"24px\"viewBox=\"0 0 24 24\"\n",

" width=\"24px\">\n",

" <path d=\"M0 0h24v24H0V0z\" fill=\"none\"/>\n",

" <path d=\"M18.56 5.44l.94 2.06.94-2.06 2.06-.94-2.06-.94-.94-2.06-.94 2.06-2.06.94zm-11 1L8.5 8.5l.94-2.06 2.06-.94-2.06-.94L8.5 2.5l-.94 2.06-2.06.94zm10 10l.94 2.06.94-2.06 2.06-.94-2.06-.94-.94-2.06-.94 2.06-2.06.94z\"/><path d=\"M17.41 7.96l-1.37-1.37c-.4-.4-.92-.59-1.43-.59-.52 0-1.04.2-1.43.59L10.3 9.45l-7.72 7.72c-.78.78-.78 2.05 0 2.83L4 21.41c.39.39.9.59 1.41.59.51 0 1.02-.2 1.41-.59l7.78-7.78 2.81-2.81c.8-.78.8-2.07 0-2.86zM5.41 20L4 18.59l7.72-7.72 1.47 1.35L5.41 20z\"/>\n",

" </svg>\n",

" </button>\n",

" \n",

" <style>\n",

" .colab-df-container {\n",

" display:flex;\n",

" flex-wrap:wrap;\n",

" gap: 12px;\n",

" }\n",

"\n",

" .colab-df-convert {\n",

" background-color: #E8F0FE;\n",

" border: none;\n",

" border-radius: 50%;\n",

" cursor: pointer;\n",

" display: none;\n",

" fill: #1967D2;\n",

" height: 32px;\n",

" padding: 0 0 0 0;\n",

" width: 32px;\n",

" }\n",

"\n",

" .colab-df-convert:hover {\n",

" background-color: #E2EBFA;\n",

" box-shadow: 0px 1px 2px rgba(60, 64, 67, 0.3), 0px 1px 3px 1px rgba(60, 64, 67, 0.15);\n",

" fill: #174EA6;\n",

" }\n",

"\n",

" [theme=dark] .colab-df-convert {\n",

" background-color: #3B4455;\n",

" fill: #D2E3FC;\n",

" }\n",

"\n",

" [theme=dark] .colab-df-convert:hover {\n",

" background-color: #434B5C;\n",

" box-shadow: 0px 1px 3px 1px rgba(0, 0, 0, 0.15);\n",

" filter: drop-shadow(0px 1px 2px rgba(0, 0, 0, 0.3));\n",

" fill: #FFFFFF;\n",

" }\n",

" </style>\n",

"\n",

" <script>\n",

" const buttonEl =\n",

" document.querySelector('#df-0ac134a4-6a58-4593-b0fb-92e3fa1887e0 button.colab-df-convert');\n",

" buttonEl.style.display =\n",

" google.colab.kernel.accessAllowed ? 'block' : 'none';\n",

"\n",

" async function convertToInteractive(key) {\n",

" const element = document.querySelector('#df-0ac134a4-6a58-4593-b0fb-92e3fa1887e0');\n",

" const dataTable =\n",

" await google.colab.kernel.invokeFunction('convertToInteractive',\n",

" [key], {});\n",

" if (!dataTable) return;\n",

"\n",

" const docLinkHtml = 'Like what you see? Visit the ' +\n",

" '<a target=\"\_blank\" href=https://colab.research.google.com/notebooks/data\_table.ipynb>data table notebook</a>'\n",

" + ' to learn more about interactive tables.';\n",

" element.innerHTML = '';\n",

" dataTable['output\_type'] = 'display\_data';\n",

" await google.colab.output.renderOutput(dataTable, element);\n",

" const docLink = document.createElement('div');\n",

" docLink.innerHTML = docLinkHtml;\n",

" element.appendChild(docLink);\n",

" }\n",

" </script>\n",

" </div>\n",

" </div>\n",

" "

]

},

"metadata": {},

"execution\_count": 98

}

]

},

{

"cell\_type": "code",

"source": [

"Q1 = qnt.iloc[0]\n",

"Q3 = qnt.iloc[1]\n",

"iqr = Q3 - Q1\n",

"iqr"

],

"metadata": {

"colab": {

"base\_uri": "https://localhost:8080/"

},

"id": "gVHyi\_RWkhCx",

"outputId": "c7ed6a79-5a16-471a-8b6f-bfa41ea2ca14"

},

"execution\_count": 99,

"outputs": [

{

"output\_type": "execute\_result",

"data": {

"text/plain": [

"CreditScore 134.0000\n",

"Age 12.0000\n",

"Balance 127644.2400\n",

"EstimatedSalary 98386.1375\n",

"dtype: float64"

]

},

"metadata": {},

"execution\_count": 99

}

]

},

{

"cell\_type": "code",

"source": [

"upper = qnt.iloc[1] + 1.5\*iqr\n",

"upper"

],

"metadata": {

"colab": {

"base\_uri": "https://localhost:8080/"

},

"id": "pkN4elqGkdAI",

"outputId": "4d1de429-5bc3-4c87-bde4-80475061908b"

},

"execution\_count": 100,

"outputs": [

{

"output\_type": "execute\_result",

"data": {

"text/plain": [

"CreditScore 919.00000\n",

"Age 62.00000\n",

"Balance 319110.60000\n",

"EstimatedSalary 296967.45375\n",

"dtype: float64"

]

},

"metadata": {},

"execution\_count": 100

}

]

},

{

"cell\_type": "code",

"source": [

"lower = qnt.iloc[0] - 1.5\*iqr\n",

"lower"

],

"metadata": {

"colab": {

"base\_uri": "https://localhost:8080/"

},

"id": "SzEW2D2-kgUB",

"outputId": "789708ad-546b-4f3d-d0f6-5273ceabc2e7"

},

"execution\_count": 101,

"outputs": [

{

"output\_type": "execute\_result",

"data": {

"text/plain": [

"CreditScore 383.00000\n",

"Age 14.00000\n",

"Balance -191466.36000\n",

"EstimatedSalary -96577.09625\n",

"dtype: float64"

]

},

"metadata": {},

"execution\_count": 101

}

]

},

{

"cell\_type": "markdown",

"source": [

"Replace Outliers"

],

"metadata": {

"id": "nNFaVqmTpRIv"

}

},

{

"cell\_type": "code",

"source": [

"df['CreditScore'] = np.where(df['CreditScore']>756, 650.5288, df['CreditScore'])\n",

"df['Age'] = np.where(df['Age']>62, 38.9218, df['Age'])"

],

"metadata": {

"id": "M8jmy-qnouYz"

},

"execution\_count": 102,

"outputs": []

},

{

"cell\_type": "markdown",

"source": [

"Performing Visualizations"

],

"metadata": {

"id": "H2J8BH-VorXu"

}

},

{

"cell\_type": "code",

"source": [

"sns.boxplot(df['CreditScore'])"

],

"metadata": {

"id": "w4u7kTR1uA7T",

"colab": {

"base\_uri": "https://localhost:8080/",

"height": 354

},

"outputId": "1b7037d5-46be-4a8e-c221-73e1d1deb2d4"

},

"execution\_count": 103,

"outputs": [

{

"output\_type": "stream",

"name": "stderr",

"text": [

"/usr/local/lib/python3.7/dist-packages/seaborn/\_decorators.py:43: FutureWarning: Pass the following variable as a keyword arg: x. From version 0.12, the only valid positional argument will be `data`, and passing other arguments without an explicit keyword will result in an error or misinterpretation.\n",

" FutureWarning\n"

]

},

{

"output\_type": "execute\_result",

"data": {

"text/plain": [

"<matplotlib.axes.\_subplots.AxesSubplot at 0x7ff748021cd0>"

]

},

"metadata": {},

"execution\_count": 103

},

{

"output\_type": "display\_data",

"data": {

"text/plain": [

"<Figure size 432x288 with 1 Axes>"

],

"image/png": "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\n"

},

"metadata": {

"needs\_background": "light"

}

}

]

},

{

"cell\_type": "code",

"source": [

"sns.boxplot(df['Age'])"

],

"metadata": {

"id": "NX0wB1IiD9EE",

"colab": {

"base\_uri": "https://localhost:8080/",

"height": 354

},

"outputId": "4382f629-9068-4d19-92af-d5c757344675"

},

"execution\_count": 104,

"outputs": [

{

"output\_type": "stream",

"name": "stderr",

"text": [

"/usr/local/lib/python3.7/dist-packages/seaborn/\_decorators.py:43: FutureWarning: Pass the following variable as a keyword arg: x. From version 0.12, the only valid positional argument will be `data`, and passing other arguments without an explicit keyword will result in an error or misinterpretation.\n",

" FutureWarning\n"

]

},

{

"output\_type": "execute\_result",

"data": {

"text/plain": [

"<matplotlib.axes.\_subplots.AxesSubplot at 0x7ff747f9f250>"

]

},

"metadata": {},

"execution\_count": 104

},

{

"output\_type": "display\_data",

"data": {

"text/plain": [

"<Figure size 432x288 with 1 Axes>"

],

"image/png": "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\n"

},

"metadata": {

"needs\_background": "light"

}

}

]

},

{

"cell\_type": "code",

"source": [

"sns.boxplot(df['Tenure'])"

],

"metadata": {

"colab": {

"base\_uri": "https://localhost:8080/",

"height": 354

},

"id": "-RNZkb7zxN3d",

"outputId": "bca96d1e-69e2-431d-aa80-f49d95ca86d6"

},

"execution\_count": 105,

"outputs": [

{

"output\_type": "stream",

"name": "stderr",

"text": [

"/usr/local/lib/python3.7/dist-packages/seaborn/\_decorators.py:43: FutureWarning: Pass the following variable as a keyword arg: x. From version 0.12, the only valid positional argument will be `data`, and passing other arguments without an explicit keyword will result in an error or misinterpretation.\n",

" FutureWarning\n"

]

},

{

"output\_type": "execute\_result",

"data": {

"text/plain": [

"<matplotlib.axes.\_subplots.AxesSubplot at 0x7ff747f07ed0>"

]

},

"metadata": {},

"execution\_count": 105

},

{

"output\_type": "display\_data",

"data": {

"text/plain": [

"<Figure size 432x288 with 1 Axes>"

],

"image/png": "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\n"

},

"metadata": {

"needs\_background": "light"

}

}

]

},

{

"cell\_type": "code",

"source": [

"sns.boxplot(df['Balance'])"

],

"metadata": {

"colab": {

"base\_uri": "https://localhost:8080/",

"height": 354

},

"id": "m37y5PAim9Ff",

"outputId": "e1bdbf7b-a196-47ae-ba25-e6eb5c14add6"

},

"execution\_count": 106,

"outputs": [

{

"output\_type": "stream",

"name": "stderr",

"text": [

"/usr/local/lib/python3.7/dist-packages/seaborn/\_decorators.py:43: FutureWarning: Pass the following variable as a keyword arg: x. From version 0.12, the only valid positional argument will be `data`, and passing other arguments without an explicit keyword will result in an error or misinterpretation.\n",

" FutureWarning\n"

]

},

{

"output\_type": "execute\_result",

"data": {

"text/plain": [

"<matplotlib.axes.\_subplots.AxesSubplot at 0x7ff747e72290>"

]

},

"metadata": {},

"execution\_count": 106

},

{

"output\_type": "display\_data",

"data": {

"text/plain": [

"<Figure size 432x288 with 1 Axes>"

],

"image/png": "iVBORw0KGgoAAAANSUhEUgAAAWMAAAEGCAYAAACw+/QIAAAABHNCSVQICAgIfAhkiAAAAAlwSFlzAAALEgAACxIB0t1+/AAAADh0RVh0U29mdHdhcmUAbWF0cGxvdGxpYiB2ZXJzaW9uMy4yLjIsIGh0dHA6Ly9tYXRwbG90bGliLm9yZy+WH4yJAAAL0klEQVR4nO3dXaxl5V3H8d+/MwKDtAoOEjJtOtAhqY0XlU4MNaRGE9FyoyY1oVFLrEmNLxO80ATSm+qF1Saa4GgsNPZCbUxrlFiTGrC1iTeVdkaHlwrIQWlkwjvKSwaQDo8Xew3ZM84ZZmDO2v+Z8/kkk7PPs9c5z3rO2vNln7VnL2qMEQBW6y2r3gEAxBigBTEGaECMARoQY4AGtp7Kxtu3bx87d+7coF0BODvt37//qTHGxSfa5pRivHPnzuzbt+/N7RXAJlNV33q9bZymAGhAjAEaEGOABsQYoAExBmhAjAEaEGOABsQYoAExBmhAjAEaEGOABsQYoAExBmhAjAEaEGOABsQYoAExBmhAjAEaEGOABk7p/4H3Ru3duzdra2tzTMWMDh48mCTZsWPHivfkaLt27cqePXtWvRtwSmaJ8draWg7ce18On3/RHNMxky2Hnk2SPPbyLA+jk7Ll0DOr3gV4Q2b7W3T4/Ivy4ruvnWs6ZrDt/i8lSavjemSf4EzjnDFAA2IM0IAYAzQgxgANiDFAA2IM0IAYAzQgxgANiDFAA2IM0IAYAzQgxgANiDFAA2IM0IAYAzQgxgANiDFAA2IM0IAYAzQgxgANiDFAA2IM0IAYAzQgxgANiDFAA2IM0IAYAzQgxgANiDFAA2IM0IAYAzQgxgANiDFAA2IM0IAYAzQgxgANiDFAA2IM0IAYAzQgxgANiDFAA1vnmOTgwYN5y0uH5pgK4LTau3dvkmTPnj0bOs8sMX7xxRdTr74yx1QAp9Xa2tos8zhNAdCAGAM0IMYADYgxQANiDNCAGAM0IMYADYgxQANiDNCAGAM0IMYADYgxQANiDNCAGAM0IMYADYgxQANiDNCAGAM0IMYADYgxQANiDNCAGAM0IMYADYgxQANiDNCAGAM0IMYADYgxQANiDNCAGAM0IMYADYgxQANiDNCAGAM0IMYADYgxQANiDNCAGAM0IMYADYgxQANiDNDA1lXvAJxOb3npuaytPZ8bbrhh1bvCWWJtbS3btm3b8Hle95lxVX2sqvZV1b4nn3xyw3cIYDN63WfGY4xbk9yaJLt37x4bvkfwJrx63tuy6/JLcvPNN696VzhLzPVblnPGAA2IMUADYgzQgBgDNCDGAA2IMUADYgzQgBgDNCDGAA2IMUADYgzQgBgDNCDGAA2IMUADYgzQgBgDNCDGAA2IMUADYgzQgBgDNCDGAA2IMUADYgzQgBgDNCDGAA2IMUADYgzQgBgDNCDGAA2IMUADYgzQgBgDNCDGAA2IMUADYgzQgBgDNCDGAA2IMUADYgzQgBgDNCDGAA2IMUADW+eYZNu2bXn+f8ccUwGcVrt27ZplnllivGPHjjz28uNzTAVwWu3Zs2eWeZymAGhAjAEaEGOABsQYoAExBmhAjAEaEGOABsQYoAExBmhAjAEaEGOABsQYoAExBmhAjAEaEGOABsQYoAExBmhAjAEaEGOABsQYoAExBmhAjAEaEGOABsQYoAExBmhAjAEaEGOABsQYoAExBmhAjAEaEGOABsQYoAExBmhAjAEaEGOABsQYoAExBmhAjAEaEGOABsQYoIGtc0205dAz2Xb/l+aajhlsOfR0krQ6rlsOPZPkklXvBpyyWWK8a9euOaZhZgcPfjtJsmNHp/hd4vHGGWmWGO/Zs2eOaQDOWM4ZAzQgxgANiDFAA2IM0IAYAzQgxgANiDFAA2IM0IAYAzQgxgANiDFAA2IM0IAYAzQgxgANiDFAA2IM0IAYAzQgxgANiDFAA2IM0ECNMU5+46onk3zrDc61PclTb/Brz1Sbbc2bbb2JNW8Gp2O97xxjXHyiDU4pxm9GVe0bY+yeZbImNtuaN9t6E2veDOZar9MUAA2IMUADc8b41hnn6mKzrXmzrTex5s1glvXOds4YgPU5TQHQgBgDNLDhMa6qn6iqB6pqrapu3Oj5NkJVPVxV91TVgaraN41dVFX/UFUPTh8vnMarqv5wWu/dVXXl0ve5ftr+waq6fmn8fdP3X5u+tlawxs9W1RNVde/S2Iavcb05VrTeT1TVwek4H6iqa5fuu2na9weq6seXxo/7+K6qy6rqzmn881V1zjR+7vT52nT/zpnW+46q+mpV/VtVfbOqbpjGz+ZjvN6aex7nMcaG/UmyJclDSS5Pck6Su5K8ZyPn3KB1PJxk+zFjn0py43T7xiS/N92+NsnfJ6kkVyW5cxq/KMl/TB8vnG5fON339Wnbmr72gytY4weSXJnk3jnXuN4cK1rvJ5L8xnG2fc/02D03yWXTY3rLiR7fSb6Q5Lrp9qeT/PJ0+1eSfHq6fV2Sz8+03kuTXDndfmuSf5/WdTYf4/XW3PI4b/QP4/1Jbl/6/KYkN81xIE7zOh7O/4/xA0kuXTroD0y3b0ny4WO3S/LhJLcsjd8yjV2a5P6l8aO2m3mdO3N0nDZ8jevNsaL1rveX9KjHbZLbp8f2cR/fU4yeSrJ1Gn9tuyNfO93eOm1XKzjWf5vkx872Y7zOmlse540+TbEjyX8tff7INHamGUnuqKr9VfWxaeySMcaj0+3Hklwy3V5vzScaf+Q44x3Mscb15liVX5t+Lf/s0q/Tp7re70nyP2OMbx8zftT3mu5/dtp+NtOvzD+Q5M5skmN8zJqThsfZC3gn5+oxxpVJPpjkV6vqA8t3jsV//s7qfyM4xxob/Bz/JMm7krw3yaNJfn+F+7IhquqCJH+d5NfHGM8t33e2HuPjrLnlcd7oGB9M8o6lz98+jZ1RxhgHp49PJLktyQ8mebyqLk2S6eMT0+brrflE428/zngHc6xxvTlmN8Z4fIxxeIzxapLPZHGck1Nf79NJvruqth4zftT3mu7/rmn7DVdV35FFlD43xvibafisPsbHW3PX47zRMf5GkiumVxzPyeJE9hc3eM7Tqqq+s6reeuR2kmuS3JvFOo68knx9FuejMo1/ZHo1+qokz06/ot2e5JqqunD6teiaLM4vPZrkuaq6anr1+SNL32vV5ljjenPM7kgwJj+dxXFOFvt43fQK+WVJrsjixarjPr6nZ39fTfKh6euP/dkdWe+HkvzjtP2Gmn7uf5rkvjHGHyzdddYe4/XW3PY4z3DS/NosXsV8KMnHV3Hi/k3u/+VZvHp6V5JvHllDFud/vpLkwSRfTnLRNF5J/nha7z1Jdi99r48mWZv+/MLS+O7pAfFQkj/Kal7Q+cssfmV7JYtzX784xxrXm2NF6/3zaT13T3+ZLl3a/uPTvj+QpX/tst7je3rcfH36OfxVknOn8fOmz9em+y+fab1XZ3F64O4kB6Y/157lx3i9Nbc8zt4ODdCAF/AAGhBjgAbEGKABMQZoQIwBGhBjVqaqDk9Xzbqrqv6lqn7oJL7mhTn2Dea29fU3gQ3z4hjjvUkyXa7wk0l+eLW7BKvhmTFdvC3JfyeLawlU1VemZ8v3VNVPHrvxettU1c6quq+qPjNdw/aOqto23berqr689Ez8XdP4b1bVN6YLx/zWjGuG13jTBytTVYezeCfUeVlcWvFHxxj7p/fynz/GeK6qtif55yRXjDFGVb0wxrhgvW2SvDOLdz3tHmMcqKovZPHW1b+oqjuT/O4Y47aqOi+LJyNXZ/F21V/K4l1nX0zyqTHGP835swCnKVil5dMU70/yZ1X1/VlE8Xemq+O9msXlCC/J4vKLR6y3TZL85xjjwHR7f5Kd0/VFdowxbkuSMcZL07zXZHF9hX+dtr8gi6iLMbMSY1oYY3xteoZ7cRbXAbg4yfvGGK9U1cNZPHte9rMn2Oblpe0OJ9l2gqkrySfHGLe8+VXAG+ecMS1U1buz+N/bPJ3F5QafmCL7I1mcejjWyWzzmjHG80keqaqfmuY7t6rOz+IqZB+drnmbqtpRVd972hYGJ8kzY1ZpW1UdOZ1QSa4fYxyuqs8l+buquifJviT3H+drT2abY/18kluq6rezuFrbz4wx7qiq70vytcUVF/NCkp/LCq+rzObkBTyABpymAGhAjAEaEGOABsQYoAExBmhAjAEaEGOABv4PCI9t1psIJOIAAAAASUVORK5CYII=\n"

},

"metadata": {

"needs\_background": "light"

}

}

]

},

{

"cell\_type": "code",

"source": [

"sns.boxplot(df['EstimatedSalary'])"

],

"metadata": {

"id": "PTC82BGnuA-t",

"colab": {

"base\_uri": "https://localhost:8080/",

"height": 354

},

"outputId": "d0d80120-1b35-44eb-86ae-ec557cb6a427"

},

"execution\_count": 107,

"outputs": [

{

"output\_type": "stream",

"name": "stderr",

"text": [

"/usr/local/lib/python3.7/dist-packages/seaborn/\_decorators.py:43: FutureWarning: Pass the following variable as a keyword arg: x. From version 0.12, the only valid positional argument will be `data`, and passing other arguments without an explicit keyword will result in an error or misinterpretation.\n",

" FutureWarning\n"

]

},

{

"output\_type": "execute\_result",

"data": {

"text/plain": [

"<matplotlib.axes.\_subplots.AxesSubplot at 0x7ff748c6ef10>"

]

},

"metadata": {},

"execution\_count": 107

},

{

"output\_type": "display\_data",

"data": {

"text/plain": [

"<Figure size 432x288 with 1 Axes>"

],

"image/png": "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\n"

},

"metadata": {

"needs\_background": "light"

}

}

]

},

{

"cell\_type": "code",

"source": [

"sns.heatmap(df.corr(), annot=True)"

],

"metadata": {

"colab": {

"base\_uri": "https://localhost:8080/",

"height": 359

},

"id": "wJFJAFzDqLRn",

"outputId": "81608abc-337c-4503-85cb-ef7784ec1bce"

},

"execution\_count": 108,

"outputs": [

{

"output\_type": "execute\_result",

"data": {

"text/plain": [

"<matplotlib.axes.\_subplots.AxesSubplot at 0x7ff747db12d0>"

]

},

"metadata": {},

"execution\_count": 108

},

{

"output\_type": "display\_data",

"data": {

"text/plain": [

"<Figure size 432x288 with 2 Axes>"

],
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},

"metadata": {

"needs\_background": "light"

}

}

]

},

{

"cell\_type": "markdown",

"source": [

" Split Data into Dependent and Independent Variables"

],

"metadata": {

"id": "bLREYVMspyoG"

}

},

{

"cell\_type": "code",

"source": [

"x = df.iloc[:, :-1]\n",

"x.head()"

],

"metadata": {

"colab": {

"base\_uri": "https://localhost:8080/",

"height": 206

},

"id": "j3WNsWuDqj9m",

"outputId": "5ed90b36-53f3-4786-d28c-52a99c12c457"

},

"execution\_count": 109,

"outputs": [

{

"output\_type": "execute\_result",

"data": {

"text/plain": [

" CreditScore Gender Age Tenure Balance NumOfProducts HasCrCard \\\n",

"0 619.0000 0 42.0 2 0.00 1 1 \n",

"1 608.0000 0 41.0 1 83807.86 1 0 \n",

"2 502.0000 0 42.0 8 159660.80 3 1 \n",

"3 699.0000 0 39.0 1 0.00 2 0 \n",

"4 650.5288 0 43.0 2 125510.82 1 1 \n",

"\n",

" IsActiveMember EstimatedSalary \n",

"0 1 101348.88 \n",

"1 1 112542.58 \n",

"2 0 113931.57 \n",

"3 0 93826.63 \n",

"4 1 79084.10 "

],

"text/html": [

"\n",

" <div id=\"df-20dd267c-5971-4a0c-87fd-bfdb7fdb8d33\">\n",

" <div class=\"colab-df-container\">\n",

" <div>\n",

"<style scoped>\n",

" .dataframe tbody tr th:only-of-type {\n",

" vertical-align: middle;\n",

" }\n",

"\n",

" .dataframe tbody tr th {\n",

" vertical-align: top;\n",

" }\n",

"\n",

" .dataframe thead th {\n",

" text-align: right;\n",

" }\n",

"</style>\n",

"<table border=\"1\" class=\"dataframe\">\n",

" <thead>\n",

" <tr style=\"text-align: right;\">\n",

" <th></th>\n",

" <th>CreditScore</th>\n",

" <th>Gender</th>\n",

" <th>Age</th>\n",

" <th>Tenure</th>\n",

" <th>Balance</th>\n",

" <th>NumOfProducts</th>\n",

" <th>HasCrCard</th>\n",

" <th>IsActiveMember</th>\n",

" <th>EstimatedSalary</th>\n",

" </tr>\n",

" </thead>\n",

" <tbody>\n",

" <tr>\n",

" <th>0</th>\n",

" <td>619.0000</td>\n",

" <td>0</td>\n",

" <td>42.0</td>\n",

" <td>2</td>\n",

" <td>0.00</td>\n",

" <td>1</td>\n",

" <td>1</td>\n",

" <td>1</td>\n",

" <td>101348.88</td>\n",

" </tr>\n",

" <tr>\n",

" <th>1</th>\n",

" <td>608.0000</td>\n",

" <td>0</td>\n",

" <td>41.0</td>\n",

" <td>1</td>\n",

" <td>83807.86</td>\n",

" <td>1</td>\n",

" <td>0</td>\n",

" <td>1</td>\n",

" <td>112542.58</td>\n",

" </tr>\n",

" <tr>\n",

" <th>2</th>\n",

" <td>502.0000</td>\n",

" <td>0</td>\n",

" <td>42.0</td>\n",

" <td>8</td>\n",

" <td>159660.80</td>\n",

" <td>3</td>\n",

" <td>1</td>\n",

" <td>0</td>\n",

" <td>113931.57</td>\n",

" </tr>\n",

" <tr>\n",

" <th>3</th>\n",

" <td>699.0000</td>\n",

" <td>0</td>\n",

" <td>39.0</td>\n",

" <td>1</td>\n",

" <td>0.00</td>\n",

" <td>2</td>\n",

" <td>0</td>\n",

" <td>0</td>\n",

" <td>93826.63</td>\n",

" </tr>\n",

" <tr>\n",

" <th>4</th>\n",

" <td>650.5288</td>\n",

" <td>0</td>\n",

" <td>43.0</td>\n",

" <td>2</td>\n",

" <td>125510.82</td>\n",

" <td>1</td>\n",

" <td>1</td>\n",

" <td>1</td>\n",

" <td>79084.10</td>\n",

" </tr>\n",

" </tbody>\n",

"</table>\n",

"</div>\n",

" <button class=\"colab-df-convert\" onclick=\"convertToInteractive('df-20dd267c-5971-4a0c-87fd-bfdb7fdb8d33')\"\n",

" title=\"Convert this dataframe to an interactive table.\"\n",

" style=\"display:none;\">\n",

" \n",

" <svg xmlns=\"http://www.w3.org/2000/svg\" height=\"24px\"viewBox=\"0 0 24 24\"\n",

" width=\"24px\">\n",

" <path d=\"M0 0h24v24H0V0z\" fill=\"none\"/>\n",

" <path d=\"M18.56 5.44l.94 2.06.94-2.06 2.06-.94-2.06-.94-.94-2.06-.94 2.06-2.06.94zm-11 1L8.5 8.5l.94-2.06 2.06-.94-2.06-.94L8.5 2.5l-.94 2.06-2.06.94zm10 10l.94 2.06.94-2.06 2.06-.94-2.06-.94-.94-2.06-.94 2.06-2.06.94z\"/><path d=\"M17.41 7.96l-1.37-1.37c-.4-.4-.92-.59-1.43-.59-.52 0-1.04.2-1.43.59L10.3 9.45l-7.72 7.72c-.78.78-.78 2.05 0 2.83L4 21.41c.39.39.9.59 1.41.59.51 0 1.02-.2 1.41-.59l7.78-7.78 2.81-2.81c.8-.78.8-2.07 0-2.86zM5.41 20L4 18.59l7.72-7.72 1.47 1.35L5.41 20z\"/>\n",

" </svg>\n",

" </button>\n",

" \n",

" <style>\n",

" .colab-df-container {\n",

" display:flex;\n",

" flex-wrap:wrap;\n",

" gap: 12px;\n",

" }\n",

"\n",

" .colab-df-convert {\n",

" background-color: #E8F0FE;\n",

" border: none;\n",

" border-radius: 50%;\n",

" cursor: pointer;\n",

" display: none;\n",

" fill: #1967D2;\n",

" height: 32px;\n",

" padding: 0 0 0 0;\n",

" width: 32px;\n",

" }\n",

"\n",

" .colab-df-convert:hover {\n",

" background-color: #E2EBFA;\n",

" box-shadow: 0px 1px 2px rgba(60, 64, 67, 0.3), 0px 1px 3px 1px rgba(60, 64, 67, 0.15);\n",

" fill: #174EA6;\n",

" }\n",

"\n",

" [theme=dark] .colab-df-convert {\n",

" background-color: #3B4455;\n",

" fill: #D2E3FC;\n",

" }\n",

"\n",

" [theme=dark] .colab-df-convert:hover {\n",

" background-color: #434B5C;\n",

" box-shadow: 0px 1px 3px 1px rgba(0, 0, 0, 0.15);\n",

" filter: drop-shadow(0px 1px 2px rgba(0, 0, 0, 0.3));\n",

" fill: #FFFFFF;\n",

" }\n",

" </style>\n",

"\n",

" <script>\n",

" const buttonEl =\n",

" document.querySelector('#df-20dd267c-5971-4a0c-87fd-bfdb7fdb8d33 button.colab-df-convert');\n",

" buttonEl.style.display =\n",

" google.colab.kernel.accessAllowed ? 'block' : 'none';\n",

"\n",

" async function convertToInteractive(key) {\n",

" const element = document.querySelector('#df-20dd267c-5971-4a0c-87fd-bfdb7fdb8d33');\n",

" const dataTable =\n",

" await google.colab.kernel.invokeFunction('convertToInteractive',\n",

" [key], {});\n",

" if (!dataTable) return;\n",

"\n",

" const docLinkHtml = 'Like what you see? Visit the ' +\n",

" '<a target=\"\_blank\" href=https://colab.research.google.com/notebooks/data\_table.ipynb>data table notebook</a>'\n",

" + ' to learn more about interactive tables.';\n",

" element.innerHTML = '';\n",

" dataTable['output\_type'] = 'display\_data';\n",

" await google.colab.output.renderOutput(dataTable, element);\n",

" const docLink = document.createElement('div');\n",

" docLink.innerHTML = docLinkHtml;\n",

" element.appendChild(docLink);\n",

" }\n",

" </script>\n",

" </div>\n",

" </div>\n",

" "

]

},

"metadata": {},

"execution\_count": 109

}

]

},

{

"cell\_type": "code",

"source": [

"y = df.iloc[:, -1]\n",

"y.head()"

],

"metadata": {

"colab": {

"base\_uri": "https://localhost:8080/"

},

"id": "UYqcAustrCG4",

"outputId": "e038673e-40b8-4a30-f79a-bdb9f023883e"

},

"execution\_count": 110,

"outputs": [

{

"output\_type": "execute\_result",

"data": {

"text/plain": [

"0 1\n",

"1 0\n",

"2 1\n",

"3 0\n",

"4 0\n",

"Name: Exited, dtype: int64"

]

},

"metadata": {},

"execution\_count": 110

}

]

},

{

"cell\_type": "markdown",

"source": [

" Scale the independent variables"

],

"metadata": {

"id": "wyP8uicbrbt-"

}

},

{

"cell\_type": "code",

"source": [

"from sklearn.preprocessing import StandardScaler\n",

"ss = StandardScaler()\n",

"x = ss.fit\_transform(x)"

],

"metadata": {

"id": "aFJmLbaE1h8k"

},

"execution\_count": 120,

"outputs": []

},

{

"cell\_type": "code",

"source": [

"x"

],

"metadata": {

"colab": {

"base\_uri": "https://localhost:8080/"

},

"id": "pwGr9U1Sto-k",

"outputId": "aa25d15f-1e4e-4ea0-e0a0-90b683b6b3c3"

},

"execution\_count": 122,

"outputs": [

{

"output\_type": "execute\_result",

"data": {

"text/plain": [

"array([[-0.13284832, -1.09598752, 0.48205148, ..., 0.64609167,\n",

" 0.97024255, 0.02188649],\n",

" [-0.28182929, -1.09598752, 0.36638802, ..., -1.54776799,\n",

" 0.97024255, 0.21653375],\n",

" [-1.71746409, -1.09598752, 0.48205148, ..., 0.64609167,\n",

" -1.03067011, 0.2406869 ],\n",

" ...,\n",

" [ 1.08608688, -1.09598752, -0.21192932, ..., -1.54776799,\n",

" 0.97024255, -1.00864308],\n",

" [ 0.29416906, 0.91241915, 0.48205148, ..., 0.64609167,\n",

" -1.03067011, -0.12523071],\n",

" [ 0.29416906, -1.09598752, -1.13723705, ..., 0.64609167,\n",

" -1.03067011, -1.07636976]])"

]

},

"metadata": {},

"execution\_count": 122

}

]

},

{

"cell\_type": "markdown",

"source": [

"Split the data into training and testing"

],

"metadata": {

"id": "iGJt040wrJMO"

}

},

{

"cell\_type": "code",

"source": [

"from sklearn.model\_selection import train\_test\_split\n",

"x\_train, x\_test, y\_train, y\_test = train\_test\_split(x, y, test\_size=0.2, random\_state=0)"

],

"metadata": {

"id": "vUfNmpfvtfdm"

},

"execution\_count": 123,

"outputs": []

},

{

"cell\_type": "code",

"source": [

"x\_train.shape"

],

"metadata": {

"id": "9s4qe5qJtfwa",

"colab": {

"base\_uri": "https://localhost:8080/"

},

"outputId": "8d6805cb-f990-4b4d-98ac-e28b6fa1aeb5"

},

"execution\_count": 124,

"outputs": [

{

"output\_type": "execute\_result",

"data": {

"text/plain": [

"(8000, 9)"

]

},

"metadata": {},

"execution\_count": 124

}

]

},

{

"cell\_type": "code",

"source": [

"x\_test.shape"

],

"metadata": {

"colab": {

"base\_uri": "https://localhost:8080/"

},

"id": "3\_3k6kKt1h\_0",

"outputId": "3f2eae31-9173-47a8-d4ed-c367bd693a28"

},

"execution\_count": 125,

"outputs": [

{

"output\_type": "execute\_result",

"data": {

"text/plain": [

"(2000, 9)"

]

},

"metadata": {},

"execution\_count": 125

}

]

},

{

"cell\_type": "code",

"source": [

"x\_train"

],

"metadata": {

"colab": {

"base\_uri": "https://localhost:8080/"

},

"id": "VepARGox1h3F",

"outputId": "313cc229-f4d9-4405-965c-6abdeaee505d"

},

"execution\_count": 127,

"outputs": [

{

"output\_type": "execute\_result",

"data": {

"text/plain": [

"array([[ 0.51725045, -1.09598752, -0.44325625, ..., 0.64609167,\n",

" -1.03067011, 1.10838187],\n",

" [-2.73324343, 0.91241915, 0.48205148, ..., 0.64609167,\n",

" 0.97024255, -0.74759209],\n",

" [-1.27052118, -1.09598752, -1.02157358, ..., 0.64609167,\n",

" -1.03067011, 1.48746417],\n",

" ...,\n",

" [ 1.47885489, 0.91241915, -0.32759278, ..., 0.64609167,\n",

" -1.03067011, 1.41441489],\n",

" [-0.52561634, -1.09598752, 0.01939762, ..., 0.64609167,\n",

" 0.97024255, 0.84614739],\n",

" [-0.07867343, -1.09598752, 1.17603229, ..., 0.64609167,\n",

" -1.03067011, 0.32630495]])"

]

},

"metadata": {},

"execution\_count": 127

}

]

},

{

"cell\_type": "code",

"source": [

"x\_test"

],

"metadata": {

"id": "Y9HiyQpWtxtX",

"outputId": "09f6b06a-b1d1-4b6c-fb09-a13614bd102a",

"colab": {

"base\_uri": "https://localhost:8080/"

}

},

"execution\_count": 128,

"outputs": [

{

"output\_type": "execute\_result",

"data": {

"text/plain": [

"array([[-0.43081026, -1.09598752, -0.32759278, ..., 0.64609167,\n",

" 0.97024255, 1.61304597],\n",

" [-1.43304588, -1.09598752, 0.25072455, ..., 0.64609167,\n",

" -1.03067011, 0.49753166],\n",

" [ 1.04545571, -1.09598752, 0.48205148, ..., 0.64609167,\n",

" 0.97024255, -0.4235611 ],\n",

" ...,\n",

" [-0.68814103, 0.91241915, -0.21192932, ..., 0.64609167,\n",

" -1.03067011, 0.72065149],\n",

" [ 0.28700714, 0.91241915, -0.44325625, ..., 0.64609167,\n",

" 0.97024255, -1.54438254],\n",

" [-0.75585965, 0.91241915, -0.90591012, ..., 0.64609167,\n",

" -1.03067011, 1.61474887]])"

]

},

"metadata": {},

"execution\_count": 128

}

]

},

{

"cell\_type": "code",

"source": [],

"metadata": {

"id": "18hXtuJ7txqM"

},

"execution\_count": null,

"outputs": []

}

]

}